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Abstract: The Agile technique is becoming widely used by businesses worldwide to develop software products because it 

promises to provide high-quality products more quickly. Software testing is the most important way to evaluate a product's 

quality. Software testing in Agile development is still difficult and highly complex. This has mostly occurred as a result of 

Agile development's lack of emphasis on software testing activities. It emphasises frequent delivery, brief iterations, and client 

participation. This paper delves into a comparative analysis of testing approaches within the context of ASD. We explore 

traditional testing methodologies used in waterfall models and contrast them with techniques tailored for the iterative nature 

of agile projects. Key aspects like test automation, exploratory testing, and continuous integration will be discussed alongside 

their advantages and limitations in the agile environment. Finally, the paper concludes by outlining a potential framework for 

agile testing, integrating various techniques for optimal results. 
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1. Introduction 

The software development landscape has witnessed 

a significant shift towards agile methodologies. 

Agile prioritizes continuous delivery of value, 

customer involvement, and adaptation to evolving 

requirements. This approach fosters innovation and 

responsiveness but poses challenges for testing 

practices traditionally built for a more linear, phased 

development process. 

The Agile Software Development has become the 

most successful from various effective approaches 

that have been developed to reach the final software 

product. Agile Software Development is a 

lightweight methodology that intends to overcome 

the drawbacks and limitations of traditional 

waterfall software development method. It reduces 

overhead and other operating costs along with 

providing flexibility to adapt to alterations in 

requirements at any stage. This is attained via a set 

of values and principles that govern task 

management and coordination [1]. 

While many software development techniques 

assume that project requirements can be accurately 

gathered at the initiation of the software project, this 

is often not possible due to the inherent complexity 

and unpredictability of software projects. As a 

result, iterative software development designs are 

necessary to cope with the multitude of unknown 

effecting variables. The success of the lean 

development method in the 1980s led to the 

emergence of a variety of "iterative" software 

methods, such as the Unified Process, Evo, Spiral, 

and Agile methods. These approaches recognize the 

need for flexibility and adaptability throughout the 

software development process [2]. 

The Agile Software Development Methodology has 

gained popularity in recent years due to its ability to 

become acquainted to changing requirements and 

user’s needs. In contrast to traditional software 

development approaches/models that follow a linear 

and sequential process, the Agile Software 

Methodology is iterative and incremental. It 

emphasizes collaboration, flexibility, and 

adaptableness to change [3].  

In the Agile Development Methodology, the 

software development process is broken down into 

smaller iterations sometimes called sprints. Each 

iteration involves a small set of requirements or user 

stories, which are developed and tested within a 

short period of time. At the end of each iteration, the 

development team demonstrates the working 

software to the customer and gathers feedback. This 

feedback is used to refine and prioritize the 

requirements for the next iteration or we can say 
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each iteration involves a full software devilment life 

cycle including all phases [4]. 

Agile Software Development Methodologies are 

widely used for highly collaborative software 

development. The Agile development approach is 

commonly associated with "lean" engineering and 

emphasizes activities that contribute directly to the 

project's end goal of delivering high-quality 

software that meets business needs. The Agile 

Manifesto, published in 2001, defines the approach 

known as Agile Software Development and serves 

as an influencing and guiding force for Agile 

professionals. The manifesto was created by 17 

influential figures, some of whom formed the Agile 

Alliance [5]. The manifesto established a common 

set of overarching values and principles for all 

individual Agile Methodologies at the time. 

This paper aims to analyze various testing 

approaches in the context of agile software 

development. We will explore the limitations of 

traditional methodologies and delve into agile-

specific testing techniques. Through a comparative 

analysis, we will identify the strengths and 

weaknesses of each approach, paving the way for a 

more comprehensive testing strategy within agile 

projects. 

1.1 Traditional Testing Methodologies 

Traditional software development methodologies, 

like the waterfall model, follow a well-defined, 

sequential approach. Requirements are meticulously 

documented before the development phase. Testing 

occurs towards the end of the development cycle, 

often as a separate and distinct phase following 

development completion. This approach utilizes the 

following testing methods: 

• Unit Testing: Focuses on validating the 

functionality of individual software units 

(modules, functions). Unit testing is typically 

performed by developers themselves. 

• Integration Testing: Verifies how integrated 

software modules interact with each other. 

• System Testing: Evaluates the entire software 

system against the defined requirements. 

• Acceptance Testing: Confirms whether the 

software meets the user's acceptance criteria. 

While these methods serve a purpose, they are not 

readily adaptable to the dynamic nature of agile 

development. Rigorously defined requirements at 

the project's outset are often unrealistic in agile 

projects, and testing at the end of each iteration may 

be time-consuming and inefficient. 

1.2 Agile Testing Techniques 

Agile testing methodologies aim to integrate 

seamlessly with the iterative development cycles of 

agile projects. Here are some key approaches: 

• Test-Driven Development (TDD): Involves 

writing unit tests before writing the actual code. 

This ensures the code meets functional 

requirements from the outset and aids in code 

refactoring. 

• Behavior-Driven Development (BDD): 

Focuses on defining user stories and acceptance 

criteria in a collaborative manner. BDD 

facilitates the creation of automated acceptance 

tests based on user stories. 

• Exploratory Testing (ET): Involves an 

informal, session-based approach to testing. 

Testers actively explore the functionality of the 

software, using their experience and judgment 

to identify bugs. 

• Continuous Integration (CI): Automates the 

process of integrating code changes from 

multiple developers into a central repository. CI 

typically involves running automated tests after 

each commit, providing immediate feedback on 

potential regressions. 

• Continuous Delivery/Continuous 

Deployment (CD): Automates the process of 

deploying new software versions to production 

environments. CD allows for frequent releases 

with minimal manual intervention. 

2. Agile Methodology 

Agile methodologies have gained popularity in 

recent years due to their ability to enhance 

collaboration, improve productivity, and deliver 

software that meets business and user needs. 

Research has shown that Agile Development 

Methodologies are very effective in managing 

software development projects by allowing for 

flexibility and adaptability, achieving higher 

customer satisfaction, speedy time-to-market, and 

also increased return on investment [6, 7].  

Agile methodologies provide a framework for 

highly collaborative software development that 

firmly follows the flow of business value, with a 

focus on activities that directly contribute to the 
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software project final goal i.e. quality software 

product. The Agile Manifesto, with its core values 

and principles, provides guidance for Agile 

developers, and has proven to be an effective 

approach to software development [8]. 

User-Centered Design (UCD) and Human-

Computer Interaction (HCI) are also important 

components of Agile development that facilitate the 

development of efficient and user-friendly software 

products [9]. 

Usability Engineering is an important aspect of 

software design that has gained significant attention 

in recent years. According to O. Sohaib and K. Khan 

(1988), Usability Engineering is the process of 

designing and evaluating products, systems, or 

services to ensure that they meet the needs and 

expectations of their intended users. This process 

involves conducting user research, gathering 

feedback, and also testing the product with real users 

to identify areas that need improvement [10].  

Usability Engineering is commonly used in the 

design and development of digital products, 

including software applications and websites. 

However, it can also be applied to physical products 

and services to enhance their usability and 

accessibility. As noted by O. Sohaib and K. Khan 

(2010), Usability Engineering plays a significant 

role in improving user experience, which can lead to 

increased user satisfaction and adoption [11]. 

Incorporating Usability Engineering into the design 

process can help organizations create products that 

are more effective, efficient, and enjoyable to use. 

By focusing on the needs and expectations of their 

intended audience, organizations can develop 

products that are user-friendly and accessible, 

thereby enhancing user interaction, experience and 

satisfaction. 

Usability Testing has been recognized as a 

fundamental part of various software development 

methodologies, including Agile Software 

Development, and Usability Engineering [12]. The 

main objective of Usability Testing is to evaluate 

whether the software is user-friendly and meets the 

needs of its users [13].  

In Agile Software Development, Usability Testing 

is an important phase of the development process, 

and it is conducted in each sprint to identify any 

usability issues early on [14]. This approach allows 

for quick feedback and iteration to ensure that the 

final product meets the user's needs and is easy to 

use. The testing is conducted to identify any 

usability issues and to evaluate the overall 

performance of the software. 

In Usability Engineering, Usability Testing is used 

to ensure that the system is easy to use and meets the 

needs of its users [15]. The testing is conducted at 

various stages of the development process, from 

design to post-launch, to ensure that the system is 

user-friendly and meets the user's needs. Usability 

Testing is an important aspect of software 

development, and it has been shown to improve user 

satisfaction and adoption rates [16]. Usability 

Testing can contribute to the success of software 

projects. 

2.1 Agile Software Development Life Cycle 

Agile Software Development Life Cycle is an 

incremental and iterative approach to software 

development that emphasizes flexibility, 

collaboration, and continuous improvement. It is a 

departure from traditional waterfall development 

methodologies and is well-suited for software 

projects with evolving requirements and dynamic 

environments. The Agile project team continuously 

refines and reprioritizes the backlog based on 

feedback and evolving requirements. Agile SDLC 

promotes collaboration, adaptability, and 

transparency throughout the software development 

process. By embracing change and focusing on 

delivering value incrementally, Agile SDLC enables 

teams to respond quickly to user needs and deliver 

high-quality software products [17]. The Agile 

Development Life Cycle encompasses a sequence of 

six distinct stages that aptly capture the iterative and 

collaborative essence of Agile Development 

methodologies. These stages can be broadly 

explained as follows [17] [18]: 

• Project Discovery and Prioritization 

• Planning and Requirement Refinement 

• Development and Iteration 

• Release and Deployment 

• Production and Maintenance 

• Retirement or Transition 

The Agile Development Life Cycle represents a 

dynamic journey characterized by constant 

adaptation, collaboration, and incremental progress. 

It serves as a robust framework for magnificently 

delivering software solutions that associate with 

evolving requirements and user expectations. These 
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stages in the Agile Development Life Cycle reflect 

the dynamic and iterative nature of Agile 

methodologies, allowing for continuous 

improvement, customer collaboration, and the 

delivery of valuable software increments. 

 

Fig 1: Agile Process 

3. Related Work 

The concept of the "Paradox of the Active User" was 

invented by John M. Carroll and Mary Beth Rosson, 

at IBM. This concept emerged as a way to explain a 

recurring observation noted in numerous user 

studies conducted at the IBM User Interface Institute 

in the early 1980s. According to authors, users tend 

to skip manuals and start using software right away. 

This behavior pattern has been validated by research 

and other studies. Their motivation lies in promptly 

commencing their tasks and achieving immediate 

objectives. Their focus is on the task at hand, rather 

than on the intricacies of the system itself [22]. 

Najmeh Ghasemifard et.al (2015) proposed Curative 

Usability Test Methods for Usability Testing. The 

evaluation criteria encompass a range of factors that 

contribute to effective Usability Testing. To conduct 

successful tests, it's important to consider several 

key factors. To ensure a smooth user experience, 

completing tasks quickly and efficiently is essential. 

Cost-effectiveness is also important to keep 

expenses low. Utilizing flexible tools and 

frameworks that can adapt to different situations is 

important. Adequate resources must be available to 

conduct tests. It is necessary to determine the 

appropriate number of tests for a comprehensive 

evaluation. When deciding between experimental 

and analytical test types, the specific situation 

should be taken into consideration. The evaluator's 

experience and expertise can impact test outcomes. 

Finally, categorizing identified issues based on 

severity, distinguishing between major and minor 

problems, and defining the purpose parameters of 

the chosen testing method are all essential steps. [23] 

Geisen, E. et. al. (2017) discussed that in later 

rounds of testing, a common technique involves a 

combination of cognitive and usability testing to 

maximize efficiency. This approach leverages 

methods like "Think Aloud" and verbal probing to 

enhance error detection. However, the depth of 

verbal probing can impact usability metrics. To 

achieve a balance between priorities and optimize 

usability metrics, retrospective cognitive probes 

may be employed, whereas concurrent probing is 

more apt for a cognitive interviewing focus. It is 

crucial to carefully manage the balance between 

cognitive insights and usability metrics while taking 

into account the timing of probes when using 

techniques like "Think Aloud" and verbal probing 

[24]. 

M.J. Van den Haak et. al. (2004) study presented a 

comparative analysis of three usability test 

approaches: concurrent Think-Aloud protocols, 

retrospective Think-Aloud protocols, and 

constructive interaction. The assessment was 

conducted on an online library catalogue, 

considering four aspects: the number and type of 

usability issues detected, the importance of the 

problems found, overall task performance, and 

participant feedback [25]. 

Nichols, Elizabeth, et al. (2020) shared their current 

practices in Usability Testing online surveys at the 

Census Bureau. These practices have evolved due to 

technological shifts, sponsor requirements, insights 

from UX literature, and practical experience. The 

authors explored the connection between research 

on Think-Aloud methodology and participant 

numbers, and how experience influences it. 

However, there are challenges when incorporating 

usability concepts in social survey tools. Developing 

a comprehensive satisfaction score that aligns with 

participant behavior can enhance evaluation and 

comparisons. Utilizing templates for eye-tracking 

data and theory development may aid in measuring 

effectiveness, and incorporating paradata 

systematically can sharpen the focus on Usability 



International Journal of Intelligent Systems and Applications in Engineering IJISAE, 2024, 12(21s), 3612–3620 |  3616 

Testing. The evolution of usability practices offers 

valuable insights for survey designers to enhance 

design features and minimize errors. By carefully 

observing user actions and feedback, designers can 

gain a deeper understanding of how to improve 

surveys [26]. 

Franz, Rachel et. al. (2019) thoroughly explored the 

significance of Usability Testing in evaluating 

technologies for individuals aged 65 and above. The 

authors share their practical experience and 

knowledge from literature to offer a range of 

effective strategies for designing, conducting, and 

analyzing usability tests. These strategies 

encompassed selecting appropriate test locations for 

the Co-discovery approach, devising questions, 

choosing relevant testing techniques, and using 

mixed-methods approaches. The authors also 

addressed challenges like recruitment and 

participant impressions, utilizing insights from 

Human-Computer Interaction and sociology. 

Usability Testing, essential for refining technology 

and ensuring positive user experiences, provided 

insights into how older adults integrate technology 

into their lives. While acknowledging limitations in 

sample sizes common in research involving frail 

older adults, the findings contribute valuable 

insights for improving usability methods and best 

practices. These insights could guide the study of 

emerging technologies, with the chapter urging 

researchers to continually enhance User-Centered 

Design methods tailored to older adults [27]. 

Banker, Andria et. al. (2022) structured literature 

review on Usability Testing for children, the authors 

explored the evolution of practices over time and the 

distinct variations between children's interactions 

with prototypes compared to those of adults. The 

study identifies potential avenues for future 

research, including longitudinal vs. cross-sectional 

testing, distinguishing between physical and digital 

product testing, and determining suitable age ranges 

for child participants. It underscores the significance 

of transparency and possible bias in testing, while 

emphasizing the imperative of valuing children's 

instincts and opinions to enhance product design 

[28]. 

Kirkscey, Russell (2022) utilized a mixed-methods 

approach to examine the creation, Usability Testing, 

and user experience assessment of an mHealth app 

that aims to educate older women about diagnosis, 

treatment, and prevention of osteoporosis. To cater 

to the needs of older users, the app was designed 

with Universal DesignUsability Tests were 

conducted to evaluate functional, informational, and 

navigational tasks. The data collected included 

audio transcript records, video observer notes, task 

completion times, and a post-test survey evaluating 

user experience. Users interacted effectively and 

comfortably with the app. Results showed that users 

found the app effective and comfortable to use, but 

there were certain challenges that could be 

addressed in future iterations. The framework of the 

study, which incorporated both qualitative and 

quantitative elements, can provide valuable 

guidance for other researchers who will be 

developing similar mHealth products [29]. 

Rahmawati, A.F. et. al. (2022) explained the 

evaluation of the SiNovi website's User Experience 

(UX) after conducting Moderated Remote Usability 

Testing and a User Experience Questionnaire (UEQ) 

revealed several important findings. The results 

showed that while the website received positive 

evaluations in categories like "Attractiveness," 

"Efficiency," "Dependability," and more, indicating 

a good overall user experience. However, there are 

areas that require improvement to reduce the number 

of issues and enhance user satisfaction [30]. 

Khalid, Md Saifuddin et. al. (2023) examined the 

complexities of designing and evaluating adaptive 

learning systems from a usability perspective, 

considering adaptability and diverse stakeholder 

requirements. Students and educators were 

increasingly involved in educational quality 

assessments, often without perceiving value. Few 

case studied report on usability evaluations for such 

systems [31]. 

4. Comparative Analysis 

Here's a breakdown of the methodology for a 

comparative analysis of testing approaches in Agile 

Software Development: 

1. Define Scope and Objectives: 

• Project Type: Specify the type of Agile 

methodology used (Scrum, Kanban, etc.) 

• Testing Techniques: Identify the testing 

approaches you'll compare (e.g., exploratory testing, 

BDD, etc.) 

• Evaluation Criteria: Determine the 

factors for comparison (e.g., defect detection rate, 

test automation coverage, etc.) 
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2. Research and Data Collection: 

• Agile Testing Practices: Research best 

practices for testing in your chosen Agile 

methodology. 

• Testing Techniques: Gather information 

on the strengths and weaknesses of each testing 

approach you'll compare. 

• Case Studies: Look for case studies where 

different testing approaches were used in Agile 

projects. 

3. Develop Evaluation Framework: 

• Metrics: Define clear metrics for each 

evaluation criterion (e.g., number of defects 

found, percentage of automated tests). 

• Weighting: Assign weights to each criterion 

based on their importance to your specific 

project. 

By following this methodology, conduct a 

comprehensive comparison of testing approaches 

and select the one that best aligns with Agile 

software development project. 

Table 1: Comparative Analysis of Testing Approaches 

Feature Traditional Testing Agile Testing 

Focus Requirements verification Continuous feedback and improvement 

Timing of Testing Separate phase Integrated throughout development cycle 

Level of Automation Limited automation Emphasis on automation 

Adaptability to Changing Requirements Difficult Highly adaptable 

Efficiency in Agile Environment Low High 

 

Advantages of Agile Testing: 

• Early Feedback: Agile testing methods 

provide feedback throughout the development 

cycle, leading to faster bug detection and 

resolution. 

• Improved Quality: Continuous testing ensures 

a higher quality product by identifying issues 

early on. 

• Reduced Risk: Frequent deployments and 

automated testing minimize the risk of 

introducing regressions. 

• Increased Collaboration: Testing becomes an 

integral part of the development process, 

fostering better communication between 

developers and testers. 

Limitations of Agile Testing: 

• Test Automation Overhead: Creating and 

maintaining a robust suite of automated tests 

can be time-consuming. 

• Technical Expertise: Agile testing techniques 

may require specialized skills and knowledge 

from testers. 

• Over-reliance on Automation: Over-

dependence on automation may neglect the 

benefits of exploratory testing. 
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Table 2: Comparative Analysis of Testing Approach in Different Software Development Models 

Feature Waterfall Model Agile Model Spiral Model 

Testing Phases 

Sequential (Unit -> 

Integration -> System -> 

Acceptance) 

Iterative and Incremental 

(Testing throughout 

development) 

Risk-driven, integrates testing 

throughout the project lifecycle 

Testing 

Techniques 

Primarily black-box 

testing (focus on 

requirements) 

Mix of black-box and white-

box testing (adapts based on 

iteration) 

Combination of black-box, 

white-box, and other techniques 

based on risk assessment 

Documentation 
Formal test plans and test 

cases created upfront 

Test plans and cases evolve 

with each iteration 

Test plans and cases created and 

updated based on risk 

assessment 

Defect 

Management 

Defects found later in the 

process can be expensive 

to fix 

Early defect detection and 

correction due to continuous 

testing 

Focus on mitigating high-risk 

defects early 

Change 

Management 

Difficult to accommodate 

changes due to sequential 

nature 

Easier to incorporate changes 

due to iterative approach 

Adaptable to changes based on 

risk evaluation 

Advantages 

Well-defined process, 

easy to manage for simple 

projects 

Flexible, faster feedback loop, 

good for complex or evolving 

projects 

Mitigates risk early, good for 

large, high-risk projects 

Disadvantages 

Inflexible, difficult to 

adapt to changes, late 

defect detection 

Requires strong discipline and 

communication, can be 

resource-intensive 

More complex to manage, 

requires good risk assessment 

skills 

 

5. Conclusion 

This comparative analysis highlights the strengths of 

agile testing approaches in the context of agile 

software development. Agile testing prioritizes: 

• Continuous Integration and Delivery 

(CI/CD): Frequent testing throughout 

development cycles ensures early defect 

detection and faster fixes. 

• Collaboration: Close interaction between 

developers, testers, and stakeholders fosters a 

shared understanding of evolving requirements 

and leads to more effective testing strategies. 

• Adaptability: Agile testing readily adjusts to 

changing priorities and accommodates new 

features introduced during sprints. 

While traditional, plan-driven testing methodologies 

might offer more structure in specific contexts, agile 

testing fosters a more responsive and efficient 

approach within the iterative nature of agile 

development. 
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